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A virtual memory management system in an operating system at Amazon can use LeastRecently-Used (LRU) cache. When a requested memory page is not in the cache and the cache is full, the page that was least-recently-used should be removed from the cache to make room for the requested page. If the cache is not full, the requested page can simply be added to the cache and considered the most-recently-used page in the cache. A given page should occur at most once in the cache.

Given the maximum size of the cache and a list of page requests, write an algorithm to calculate the number of cache misses. A cache miss occurs when a page is requested and isn't found in the cache.

**Input**

The input to the function/method consists of three arguments:

num, an integer representing the number of pages;

pages, a list of integers representing the pages requested;

maxCacheSize, an integer representing the size of the cache.

**Output**

Return an integer representing the number of cache misses.

**Note**

The cache is initially empty and the list contains pages numbered in the range 1-50. A page at index "i" in the list is requested before a page at index "i+1".

**Constraints**

0 <= i < num

**Example**

**Input:**

num = 6

pages = [1,2,1,3,1,2]

maxCacheSize = 2

**Output:**

4

**Explanation:**

Cache state as requests come in ordered longest-time-in-cache to shortest-time-in-cache:

1\*

1,2\*

2,1

1,3\*

3,1

1,2\*

Asterisk (\*) represents a cache miss. Hence, the total number of a cache miss is 4.

**Signature**

int lruCacheMisses(int num, List<Integer> pages, int maxCacheSize) {

}

Java Implemented within O(n) time complexity using DoubleEndedQueue Dequeue Space Complexity O(maxCacheSize)

import java.util.\*;  
public class q11 {

public static int lruCacheMisses(int num, List<Integer> pages, int maxCacheSize) {

if(num==0) return 0;

int misses=0;

//CREATE A DOUBLE-ENDED QUEUE OF SIZE MAXCACHE SIZE

Deque<Integer> dq= new LinkedList<>();

for(int page: pages) {

if(dq.isEmpty()) {

misses++;

dq.add(page);

} else {

//DQ CONTAINS THE PAGE

if(dq.contains(page)) {

dq.remove(page);

dq.addFirst(page);

} else { //DQ DOESN'T CONTAIN THE PAGE

misses++;

if(dq.size()==maxCacheSize) dq.removeLast();

dq.addFirst(page);

}

}

}

return misses;

}

public static void main(String[] args) {

// TODO Auto-generated method stub

System.out.println(lruCacheMisses(6, Arrays.asList(1,2,1,3,1,2), 2));

}

}